**Classroom Activity: Develop a food delivery app using the MERN (MongoDB, Express.js, React.js, Node.js) stack**

**Step 1: Create a Project Structure**

|  |  |
| --- | --- |
| **Back-end** | **Front-end** |
|  |  |

**2. Setting Up the Development Environment**

**(i) Initialize the project:**

* Create the root directory food-delivery-app.
* Navigate to the directory and run npm init -y to initialize a Node.js project.
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**(ii)Set up the backend**:

* In the backend/ folder, install the required dependencies:
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* **create project directory structure at backend side​**
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* **Create “.env” file to maintain security for database URL & PORT number and any other sensitive information**

|  |
| --- |
| PORT=5000  MONGO\_URI= "mongodb+srv://ajay4rjava:Ts07ka8375@cluster0.gdleahw.mongodb.net/food?retryWrites=true&w=majority&appName=Cluster0"  WhatisYourName= "My name is Ajay" |

* **Define Models:**

In the models/ folder, define your schemas for Firm, Product, and Vendor.

**Firm.js:**

|  |
| --- |
| const mongoose = require('mongoose');  const firmSchema = new mongoose.Schema({      firmName: {          type: String,          required: true,          unique: true      },      area: {          type: String,          required: true,      },      category: {          type: [{              type: String,              enum: ['veg', 'non-veg']          }]      },      region: {          type: [{              type: String,              enum: ['south-indian', 'north-indian', 'chinese', 'bakery']          }]      },      offer: {          type: String,      },      image: {          type: String      },      vendor: [{          type: mongoose.Schema.Types.ObjectId,          ref: 'Vendor'      }],      products: [{          type: mongoose.Schema.Types.ObjectId,          ref: 'Product'      }]  });  const Firm = mongoose.model('Firm', firmSchema);  module.exports = Firm |

**Product.js**

|  |
| --- |
| const mongoose = require('mongoose');  const productSchema = new mongoose.Schema({      productName: {          type: String,          required: true      },      price: {          type: String,          required: true      },      category: {          type: [{              type: String,              enum: ['veg', 'non-veg']          }]      },      image: {          type: String      },      bestSeller: {          type: Boolean      },      description: {          type: String      },      firm: [{          type: mongoose.Schema.Types.ObjectId,          ref: 'Firm'      }]  });  const Product = mongoose.model('Product', productSchema);  module.exports = Product |

**Vendor.js:**

|  |
| --- |
| const mongoose = require('mongoose');  const vendorSchema = new mongoose.Schema({      username: {          type: String,          required: true      },      email: {          type: String,          required: true,          unique: true      },      password: {          type: String,          required: true      },      firm: [{          type: mongoose.Schema.Types.ObjectId,          ref: 'Firm'      }]  });  const Vendor = mongoose.model('Vendor', vendorSchema);  module.exports = Vendor; |

* **Create Controllers:**

In the controllers/ folder, implement the logic for handling CRUD operations for firms, products, and vendors.

**firmController.js:**

|  |
| --- |
| const Firm = require('../models/Firm');  const Vendor = require('../models/Vendor');  const multer = require('multer');  const path = require('path');  const storage = multer.diskStorage({      destination: function(req, file, cb) {          cb(null, 'uploads/'); // Destination folder where the uploaded images will be stored      },      filename: function(req, file, cb) {          cb(null, Date.now() + path.extname(file.originalname)); // Generating a unique filename      }  });  const upload = multer({ storage: storage });  const addFirm = async(req, res) => {      try {          const { firmName, area, category, region, offer } = req.body;          const image = req.file ? req.file.filename : undefined;          const vendor = await Vendor.findById(req.vendorId);          if (!vendor) {              res.status(404).json({ message: "Vendor not found" })          }          if (vendor.firm.length > 0) {              return res.status(400).json({ message: "vendor can have only one firm" });          }          const firm = new Firm({              firmName,              area,              category,              region,              offer,              image,              vendor: vendor.\_id          })          const savedFirm = await firm.save();          const firmId = savedFirm.\_id          const vendorFirmName = savedFirm.firmName          vendor.firm.push(savedFirm)          await vendor.save()            return res.status(200).json({ message: 'Firm Added successfully ', firmId, vendorFirmName });      } catch (error) {          console.error(error)          res.status(500).json("intenal server error")      }  }  const deleteFirmById = async(req, res) => {      try {          const firmId = req.params.firmId;          const deletedProduct = await Firm.findByIdAndDelete(firmId);          if (!deletedProduct) {              return res.status(404).json({ error: "No product found" })          }      } catch (error) {          console.error(error);          res.status(500).json({ error: "Internal server error" })      }  }  module.exports = { addFirm: [upload.single('image'), addFirm], deleteFirmById } |

**productController.js:**

|  |
| --- |
| const Product = require("../models/Product");  const multer = require("multer");  const Firm = require('../models/Firm')  const path = require('path');  const storage = multer.diskStorage({      destination: function(req, file, cb) {          cb(null, 'uploads/'); // Destination folder where the uploaded images will be stored      },      filename: function(req, file, cb) {          cb(null, Date.now() + path.extname(file.originalname)); // Generating a unique filename      }  });  const upload = multer({ storage: storage });  const addProduct = async(req, res) => {      try {          const { productName, price, category, bestSeller, description } = req.body;          const image = req.file ? req.file.filename : undefined;          const firmId = req.params.firmId;          const firm = await Firm.findById(firmId);          if (!firm) {              return res.status(404).json({ error: "No firm found" });          }          const product = new Product({              productName,              price,              category,              bestSeller,              description,              image,              firm: firm.\_id          })          const savedProduct = await product.save();          firm.products.push(savedProduct);          await firm.save()          res.status(200).json(savedProduct)      } catch (error) {          console.error(error);          res.status(500).json({ error: "Internal server error" })      }  }  const getProductByFirm = async(req, res) => {      try {          const firmId = req.params.firmId;          const firm = await Firm.findById(firmId);          if (!firm) {              return res.status(404).json({ error: "No firm found" });          }          const restaurantName = firm.firmName;          const products = await Product.find({ firm: firmId });          res.status(200).json({ restaurantName, products });      } catch (error) {          console.error(error);          res.status(500).json({ error: "Internal server error" })      }  }  const deleteProductById = async(req, res) => {      try {          const productId = req.params.productId;          const deletedProduct = await Product.findByIdAndDelete(productId);          if (!deletedProduct) {              return res.status(404).json({ error: "No product found" })          }          res.status(200).json({ message: "Product deleted successfully" });      } catch (error) {          console.error(error);          res.status(500).json({ error: "Internal server error" })      }  }  module.exports = { addProduct: [upload.single('image'), addProduct], getProductByFirm, deleteProductById }; |

**vendorController.js:**

|  |
| --- |
| const Vendor = require('../models/Vendor');  const jwt = require('jsonwebtoken');  const bcrypt = require('bcryptjs');  const dotEnv = require('dotenv');  dotEnv.config();  const secretKey = process.env.WhatIsYourName    const vendorRegister = async(req, res) => {      const { username, email, password } = req.body;      try {          const vendorEmail = await Vendor.findOne({ email });          if (vendorEmail) {              return res.status(400).json("Email already taken");          }          const hashedPassword = await bcrypt.hash(password, 10);          const newVendor = new Vendor({              username,              email,              password: hashedPassword          });          await newVendor.save();          res.status(201).json({ message: "Vendor registered successfully" });          console.log('registered')      } catch (error) {          console.error(error);          res.status(500).json({ error: "Internal server error" })      }  }  const vendorLogin = async(req, res) => {      const { email, password } = req.body;      try {          const vendor = await Vendor.findOne({ email });          if (!vendor || !(await bcrypt.compare(password, vendor.password))) {              return res.status(401).json({ error: "Invalid username or password" })          }          const token = jwt.sign({ vendorId: vendor.\_id }, secretKey, { expiresIn: "1h" })          const vendorId = vendor.\_id;          res.status(200).json({ success: "Login successful", token, vendorId })          console.log(email, "this is token", token);      } catch (error) {          console.log(error);          res.status(500).json({ error: "Internal server error" });      }  }  const getAllVendors = async(req, res) => {      try {          const vendors = await Vendor.find().populate('firm');          res.json({ vendors })      } catch (error) {          console.log(error);          res.status(500).json({ error: "Internal server error" });      }  }  const getVendorById = async(req, res) => {      const vendorId = req.params.apple;      try {          const vendor = await Vendor.findById(vendorId).populate('firm');          if (!vendor) {              return res.status(404).json({ error: "Vendor not found" })          }          const vendorFirmId = vendor.firm[0].\_id;          res.status(200).json({ vendorId, vendorFirmId, vendor })          console.log(vendorFirmId);      } catch (error) {          console.log(error);          res.status(500).json({ error: "Internal server error" });      }  }  module.exports = { vendorRegister, vendorLogin, getAllVendors, getVendorById } |

* **Set Up Routes:**

Define the routes in the routes/ folder, mapping them to the respective controllers.

**firmRoutes.js:**

|  |
| --- |
| const express = require('express');  const firmController = require('../controllers/firmController');  const verifyToken = require('../middlewares/verifyToken');  const router = express.Router()  router.post('/add-firm', verifyToken, firmController.addFirm);  router.get('/uploads/:imageName', (req, res) => {      const imageName = req.params.imageName;      res.header('Content-Type', 'image/jpeg');      res.sendFile(path.join(\_\_dirname, '..', 'uploads', imageName));  });  router.delete('/:firmId', firmController.deleteFirmById);  module.exports = router; |

**productRoutes.js:**

|  |
| --- |
| const express = require('express');  const productController = require("../controllers/productController");  const router = express.Router();  router.post('/add-product/:firmId', productController.addProduct);  router.get('/:firmId/products', productController.getProductByFirm);  router.get('/uploads/:imageName', (req, res) => {      const imageName = req.params.imageName;      res.header('Content-Type', 'image/jpeg');      res.sendFile(path.join(\_\_dirname, '..', 'uploads', imageName));  });  router.delete('/:productId', productController.deleteProductById);  module.exports = router; |

**vendorRoutes.js:**

|  |
| --- |
| const vendorController = require('../controllers/vendorController');  const express = require('express');  const router = express.Router();  router.post('/register', vendorController.vendorRegister);  router.post('/login', vendorController.vendorLogin);  router.get('/all-vendors', vendorController.getAllVendors);  router.get('/single-vendor/:apple', vendorController.getVendorById)  module.exports = router; |

* **Middleware:**

Implement middleware in the middlewares/ folder, such as token verification (VerifyToken.js), to protect certain routes.

**VerifyToken.js:**

|  |
| --- |
| const Vendor = require('../models/Vendor');  const jwt = require('jsonwebtoken');  const dotEnv = require('dotenv');  dotEnv.config()  const secretKey = process.env.WhatIsYourName  const verifyToken = async(req, res, next) => {      const token = req.headers.token;      if (!token) {          return res.status(401).json({ error: "Token is required" });      }      try {          const decoded = jwt.verify(token, secretKey)          const vendor = await Vendor.findById(decoded.vendorId);          if (!vendor) {              return res.status(404).json({ error: "vendor not found" })          }          req.vendorId = vendor.\_id          next()      } catch (error) {          console.error(error)          return res.status(500).json({ error: "Invalid token" });      }  }  module.exports = verifyToken |

* **Start the Server:**

|  |
| --- |
| npm start |

This will start your backend server on a specified port (e.g., http://localhost:5000).

**(iii)Set up the frontend**:

* Create the frontend/ folder and set up a React application

|  |
| --- |
| C:\>CRUD\_MERN>npx create-react-app dashboard​  C:\>CRUD\_MERN>cd dashboard  C:\>CRUD\_MERN>npm start |

**dist/ Folder:**

* Contains the production-ready build of your frontend application, including minified and optimized assets.
* The assets/ subfolder holds compiled images, CSS, and JavaScript files.

**node\_modules/ Folder**:

* Holds all the third-party libraries and dependencies installed via npm.

**public/ Folder**:

* This folder typically holds static assets like images or fonts that need to be accessible without any modifications.
* Sometimes contains a favicon.ico or other static files.

![](data:image/png;base64,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)

**src/ Folder**:

* **components/**: Houses reusable UI components such as buttons, input fields, headers, etc.

**AllProducts.jsx:**

|  |
| --- |
| import React,{useState, useEffect} from 'react'  import { API\_URL } from '../data/apiPath';  const AllProducts = () => {      const [products, setProducts]= useState([]);      const productsHandler = async()=>{              const firmId = localStorage.getItem('firmId');          try {                  const response = await fetch(`${API\_URL}/product/${firmId}/products`);                  const newProductsData = await response.json();                  setProducts(newProductsData.products);                  console.log(newProductsData);          } catch (error) {              console.error("failed to fetch products", error);              alert('failed to fetch products')          }      }      useEffect(()=>{          productsHandler()          console.log('this is useEffect')      },[])      const deleteProductById = async(productId)=>{                  try {                          const response = await fetch(`${API\_URL}/product/${productId}`,{                              method: 'DELETE'                          })                      if(response.ok){                          setProducts(products.filter(product =>product.\_id !== productId));                          confirm("are you sure, you want to delete?")                          alert("Product deleted Successfully")                      }                  } catch (error) {                      console.error('Failed to delete product');                      alert('Failed to delete product')                  }      }      return (      <div className='productSection'>          {!products ? (              <p>No products added</p>          ) : (              <table className="product-table">                  <thead>                      <tr>                          <th>Product Name</th>                          <th>Price</th>                          <th>Image</th>                          <th>Delete</th>                      </tr>                  </thead>                  <tbody>                      {products.map((item)=>{                              return (                                  <>                                      <tr key={item.\_id}>                                          <td>{item.productName}</td>                                          <td>₹{item.price}</td>                                      <td>                                          {item.image && (                                              <img src={`${API\_URL}/uploads/${item.image}`}                                              alt={item.productName}                                              style={{ width: '50px', height:'50px'  }}                                              />                                          )}                                      </td>                                      <td>                                          <button onClick={()=>deleteProductById(item.\_id)}                                          className='deleteBtn'                                          >Delete</button>                                      </td>                                      </tr>                                  </>                              )                      })}                  </tbody>              </table>           )}      </div>    )  }  export default AllProducts |

**NavBar.jsx:**

|  |
| --- |
| import React from 'react'  const NavBar = ({showLoginHandler, showRegisterHandler, showLogOut, logOutHandler}) => {      const firmName = localStorage.getItem('firmName')    return (      <div className="navSection">            <div className="company">              Vendor Dashboard          </div>          <div className="firmName">              <h4>Firname : {firmName}</h4>          </div>          <div className="userAuth">            {!showLogOut ?  <>             <span onClick={showLoginHandler}>Login / </span>            <span onClick={showRegisterHandler}>Register</span>            </> : <span onClick={logOutHandler}            className='logout'            >Logout</span>  }            </div>      </div>    )  }  export default NavBar |

**NotFound.jsx:**

|  |
| --- |
| import React from 'react'  import { Link } from 'react-router-dom'  const NotFound = () => {    return (      <>      <div className='errorSection'>      <Link to="/" style={{ fontSize:'1.5rem', color: 'darkblue'}}>          <p>go back</p>      </Link>          <h1>404</h1>          <div>Page Not found</div>      </div>      </>      )  }  export default NotFound |

**SideBar.jsx:**

|  |
| --- |
| import React from "react";  const SideBar = ({    showFirmHandler,    showProductHandler,    showAllProductsHandler,    showFirmTitle  }) => {    return (      <div className="sideBarSection">        <ul>          {showFirmTitle ? <li onClick={showFirmHandler}>Add Firm</li> : "" }          <li onClick={showProductHandler}>Add Product</li>          <li onClick={showAllProductsHandler}>All Products</li>          <li>User Details</li>        </ul>      </div>    );  };  export default SideBar; |

**Welcome.jsx:**

|  |
| --- |
| import React from 'react'  const Welcome = () => {      const firmName = localStorage.getItem("firmName")    return (      <div className='welcomeSection'>          <h2>Welcome {firmName}</h2>          <div className="landingImage">            <img src='/assets/chef.jpg' alt='welcome' />          </div>      </div>    )  }  export default Welcome |

**Components/forms:**

**AddFirm.jsx:**

|  |
| --- |
| import React, {useState} from 'react'  import { API\_URL } from '../../data/apiPath';  import { ThreeCircles } from 'react-loader-spinner';  const AddFirm = () => {    const [firmName, setFirmName] = useState("");    const [area, setArea] = useState("");    const [category, setCategory] = useState([]);    const [region, setRegion] = useState([]);    const [offer, setOffer] = useState("");    const [file, setFile] = useState(null);    const [loading, setLoading] = useState(false);    const handleCategoryChange = (event)=>{        const value = event.target.value;          if(category.includes(value)){            setCategory(category.filter((item)=> item !== value));          }else{            setCategory([...category, value])          }    }    const handleRegionChange = (event)=>{        const value = event.target.value;          if(region.includes(value)){            setRegion(region.filter((item)=> item !== value));          }else{            setRegion([...region, value])          }    }      const handleImageUpload =(event)=>{        const selectedImage = event.target.files[0];        setFile(selectedImage)    }    const handleFirmSubmit= async(e)=>{          e.preventDefault();      setLoading(true);     try {          const loginToken = localStorage.getItem('loginToken');          if(!loginToken){              console.error("User not authenticated");          }          const formData = new FormData();            formData.append('firmName', firmName);            formData.append('area', area);            formData.append('offer', offer);            formData.append('image', file)            category.forEach((value)=>{              formData.append('category', value)            });            region.forEach((value)=>{              formData.append('region', value)            })            const response = await fetch(`${API\_URL}/firm/add-firm`,{              method:'POST',              headers:{                'token': `${loginToken}`              },              body: formData            });            const data = await response.json()            if(response.ok){              console.log(data);              setFirmName("");              setArea("")              setCategory([]);              setRegion([]);              setOffer("");              setFile(null)              alert("Firm added Successfully")            }else if(data.message === "vendor can have only one firm"){                alert("Firm Exists 🥗. Only 1 firm can be added  ")            } else{                alert('Failed to add Firm')            }                 const mango = data.firmId;            const vendorRestuarant = data.vendorFirmName            localStorage.setItem('firmId', mango);            localStorage.setItem('firmName', vendorRestuarant)            window.location.reload()     } catch (error) {        console.error("failed to add Firm")        alert("failed to add Firm")     } finally {      setLoading(false);    }    }    return (          <div className="firmSection">     {loading &&        <div className="loaderSection">          <ThreeCircles            visible={loading}            height={100}            width={100}            color="#4fa94d"            ariaLabel="three-circles-loading"            wrapperStyle={{}}            wrapperClass=""          />        </div>}           {!loading &&   <form className="tableForm" onSubmit={handleFirmSubmit}>              <h3>Add Firm</h3>                  <label >Firm Name</label>                  <input type="text" name='firmName' value={firmName} onChange={(e)=>setFirmName(e.target.value)}/>                  <label >Area</label>                  <input type="text"  name='area' value={area} onChange={(e)=>setArea(e.target.value)} />                  {/\* <label >Category</label>                  <input type="text"  /> \*/}      <div className="checkInp">        <label >Category</label>            <div className="inputsContainer">            <div className="checboxContainer">                    <label>Veg</label>                    <input type="checkbox" checked ={category.includes('veg')}  value="veg" onChange={handleCategoryChange}/>                  </div>                  <div className="checboxContainer">                    <label>Non-Veg</label>                    <input type="checkbox" checked ={category.includes('non-veg')} value="non-veg" onChange={handleCategoryChange}/>                  </div>            </div>      </div>      <label >Offer</label>                  <input type="text" name='offer' value={offer} onChange={(e)=>setOffer(e.target.value)}/>      <div className="checkInp">        <label >Region</label>            <div className="inputsContainer">            <div className="regBoxContainer">                    <label>South Indian</label>                    <input type="checkbox" value="south-indian"   checked ={region.includes('south-indian')}                    onChange={handleRegionChange}                    />                  </div>                  <div className="regBoxContainer">                    <label>North-Indian</label>                    <input type="checkbox" value="north-indian"  checked ={region.includes('north-indian')}                    onChange={handleRegionChange}                    />                  </div>                  <div className="regBoxContainer">                    <label>Chinese</label>                    <input type="checkbox" value="chinese" checked ={region.includes('chinese')}                    onChange={handleRegionChange}                    />                  </div>                  <div className="regBoxContainer">                    <label>Bakery</label>                    <input type="checkbox" value="bakery" checked ={region.includes('bakery')}                    onChange={handleRegionChange}                    />                  </div>            </div>      </div>                    <label >Firm Image</label>                  <input type="file" onChange={handleImageUpload} />                  <br />              <div className="btnSubmit">          <button type='submit'>Submit</button>      </div>             </form>}          </div>    )  }  export default AddFirm |

**AddProduct.jsx:**

|  |
| --- |
| import React, {useState} from 'react'  import { API\_URL } from '../../data/apiPath';  import { ThreeCircles } from 'react-loader-spinner';  const AddProduct = () => {      const [productName, setProductName] = useState("");      const [price, setPrice] = useState("");      const [category, setCategory] = useState([]);      const [bestSeller, setBestSeller] = useState(false);      const [image, setImage] = useState(null);      const [description, setDescription] = useState("");    const [loading, setLoading] = useState(false);      const handleCategoryChange = (event)=>{        const value = event.target.value;          if(category.includes(value)){            setCategory(category.filter((item)=> item !== value));          }else{            setCategory([...category, value])          }    }    const handleBestSeller =(event)=>{      const value = event.target.value === 'true'        setBestSeller(value)    }    const handleImageUpload =(event)=>{      const selectedImage = event.target.files[0];      setImage(selectedImage)  }    const handleAddProduct = async(e)=>{        e.preventDefault()      setLoading(true);        try {          const loginToken = localStorage.getItem('loginToken');            const firmId = localStorage.getItem('firmId')            if(!loginToken || !firmId){                console.error("user not authenticated")            }            const formData = new FormData();          formData.append('productName', productName);          formData.append('price', price);          formData.append('description', description);          formData.append('bestSeller', bestSeller)          formData.append('image', image)          category.forEach((value)=>{            formData.append('category', value)          });              const response = await fetch(`${API\_URL}/product/add-product/${firmId}`, {              method:'POST',              body: formData            })              const data = await response.json()              if(response.ok){                alert('Product added succesfully')              }              setProductName("")              setPrice("");              setCategory([])              setBestSeller(false);              setImage(null);              setDescription("")        } catch (error) {            alert('Failed to add Product')        }finally {          setLoading(false);        }    }      return (      <div className="firmSection">  {loading &&         <div className="loaderSection">          <ThreeCircles            visible={loading}            height={100}            width={100}            color="#4fa94d"            ariaLabel="three-circles-loading"            wrapperStyle={{}}            wrapperClass=""          />          <p>Please wait, your product is being added...</p>        </div>}    {!loading &&      <form className="tableForm" onSubmit={handleAddProduct}>      <h3>Add Product</h3>          <label >Product Name</label>          <input type="text" value={productName} onChange={(e)=>setProductName(e.target.value)} />          <label >Price</label>          <input type="text" value={price} onChange={(e)=>setPrice(e.target.value)}/>          <div className="checkInp">       <label >Category</label>           <div className="inputsContainer">           <div className="checboxContainer">                   <label>Veg</label>                   <input type="checkbox" value="veg" checked ={category.includes('veg')}  onChange={handleCategoryChange}/>                 </div>                 <div className="checboxContainer">                   <label>Non-Veg</label>                   <input type="checkbox" value="non-veg" checked ={category.includes('non-veg')} onChange={handleCategoryChange} />                 </div>           </div>     </div>     <div className="checkInp">       <label >Best Seller</label>           <div className="inputsContainer">           <div className="checboxContainer">                   <label>Yes</label>                   <input type="radio" value="true" checked = {bestSeller=== true} onChange={handleBestSeller}/>                 </div>                 <div className="checboxContainer">                   <label>No</label>                   <input type="radio" value="false" checked = {bestSeller=== false} onChange={handleBestSeller}/>                 </div>           </div>     </div>            <label >Description</label>          <input type="text" value={description} onChange={(e)=>setDescription(e.target.value)} />          <label >Firm Image</label>          <input type="file" onChange={handleImageUpload} />          <br />      <div className="btnSubmit">  <button type='submit'>Submit</button>  </div>     </form>    }   </div>    )  }  export default AddProduct |

**Login.jsx:**

|  |
| --- |
| import React, {useState} from 'react'  import { API\_URL } from '../../data/apiPath';  import { ThreeCircles } from 'react-loader-spinner';  const Login = ({showWelcomeHandler}) => {    const [email, setEmail] = useState("");    const [password, setPassword] = useState("");    const [loading, setLoading] = useState(false);    const [showPassword, setShowPassword] = useState(false)    const handleShowPassword = ()=>{      setShowPassword(!showPassword);    }      const loginHandler = async(e)=>{        e.preventDefault();      setLoading(true);        try {            const response = await fetch(`${API\_URL}/vendor/login`, {              method: 'POST',              headers:{                'Content-Type': 'application/json'              },              body: JSON.stringify({email, password})            })            const data = await response.json();            if(response.ok){              alert('Login success');              setEmail("");              setPassword("");              localStorage.setItem('loginToken', data.token);              showWelcomeHandler()            }            const vendorId = data.vendorId            console.log("checking for VendorId:",vendorId)            const vendorResponse = await fetch(`${API\_URL}/vendor/single-vendor/${vendorId}`)            window.location.reload()            const vendorData = await vendorResponse.json();            if(vendorResponse.ok){              const vendorFirmId = vendorData.vendorFirmId;              const vendorFirmName = vendorData.vendor.firm[0].firmName;              localStorage.setItem('firmId', vendorFirmId);              localStorage.setItem('firmName', vendorFirmName)            }        } catch (error) {            alert("login fail")        } finally {          setLoading(false);        }    }    return (      <div className="loginSection">  {loading &&        <div className="loaderSection">          <ThreeCircles            visible={loading}            height={100}            width={100}            color="#4fa94d"            ariaLabel="three-circles-loading"            wrapperStyle={{}}            wrapperClass=""          />          <p>Login in process... Please wait</p>        </div>}       {!loading &&    <form  className='authForm' onSubmit={loginHandler} autoComplete='off'>          <h3>Vendor Login</h3>              <label>Email</label>              <input type="text" name='email' value = {email} onChange={(e)=>setEmail(e.target.value)} placeholder='enter your email'/><br />              <label>Password</label>              <input   type={showPassword? "text":"password"} name='password' value={password} onChange={(e)=>setPassword(e.target.value)} placeholder='enter your password'/><br />              <span className='showPassword'                onClick={handleShowPassword}                >{showPassword ? 'Hide' : 'Show'}</span>      <div className="btnSubmit">          <button type= 'submit'>Submit</button>      </div>          </form>}      </div>    )  }  export default Login |

**Register.jsx:**

|  |
| --- |
| import React, { useState } from 'react';  import { API\_URL } from '../../data/apiPath';  import { ThreeCircles } from 'react-loader-spinner';  const Register = ({ showLoginHandler }) => {    const [username, setUsername] = useState("");    const [email, setEmail] = useState("");    const [password, setPassword] = useState("");    const [error, setError] = useState("");    const [loading, setLoading] = useState(false); // Set loading to false initially    const [showPassword, setShowPassword] = useState(false);    const handleShowPassword = () => {      setShowPassword(!showPassword);    };    const handleSubmit = async (e) => {      e.preventDefault();      setLoading(true); // Set loading to true when the request starts      try {        const response = await fetch(`${API\_URL}/vendor/register`, {          method: 'POST',          headers: {            'Content-Type': 'application/json'          },          body: JSON.stringify({ username, email, password })        });        const data = await response.json();        if (response.ok) {          console.log(data);          setUsername("");          setEmail("");          setPassword("");          alert("Vendor registered successfully");          showLoginHandler();        } else {          setError(data.error);          alert("Registration Failed, Contact Admin")        }      } catch (error) {        console.error("Registration failed", error);        alert("Registration failed");      } finally {        setLoading(false);      }    };    return (      <div className="registerSection">       {loading &&        <div className="loaderSection">        <ThreeCircles          visible={loading}          height={100}          width={100}          color="#4fa94d"          ariaLabel="three-circles-loading"          wrapperStyle={{}}          wrapperClass=""        />        <p>Hi, Your Registration under process</p>      </div>       }  {!loading &&     <form className='authForm' onSubmit={handleSubmit} autoComplete='off'>  <h3>Vendor Register</h3>  <label>Username</label>  <input type="text" name='username' value={username} onChange={(e) => setUsername(e.target.value)} placeholder='enter your name' /><br />  <label>Email</label>  <input type="text" name='email' value={email} onChange={(e) => setEmail(e.target.value)} placeholder='enter your email' /><br />  <label>Password</label>  <input type={showPassword ? "text" : "password"} value={password} onChange={(e) => setPassword(e.target.value)} name='password' placeholder='enter your password' /><br />  <span className='showPassword'    onClick={handleShowPassword}  >{showPassword ? 'Hide' : 'Show'}</span>  <div className="btnSubmit">    <button type='submit'>Submit</button>  </div>  </form>}        </div>    );  };  export default Register; |

* Handles API interactions, making it easier to communicate with the backend.

**Components/data:**

**apiPath.jsx:**

|  |
| --- |
| //export const API\_URL= "http://localhost:5000";  export const API\_URL= "https://vercel.com/ajay4ugits-projects/food/D7WWQy9tN2PRCdmuF6sqruiCWj7Q"; |

* **pages/**: Each page corresponds to a route in the app, like the homepage, vendor management page, etc.

|  |
| --- |
| import React, {useState, useEffect} from 'react'  import NavBar from '../components/NavBar'  import SideBar from '../components/SideBar'  import Login from '../components/forms/Login'  import Register from '../components/forms/Register'  import AddFirm from '../components/forms/AddFirm'  import AddProduct from '../components/forms/AddProduct'  import Welcome from '../components/Welcome'  import AllProducts from '../components/AllProducts'  const LandingPage = () => {    const [showLogin, setShowLogin] = useState(false)    const [showRegister, setShowRegister] = useState(false)    const [showFirm, setShowFirm] = useState(false)    const [showProduct, setShowProduct] = useState(false)    const [showWelcome, setShowWelcome] = useState(false)    const [showAllProducts, setShowAllProducts] = useState(false);    const [showLogOut, setShowLogOut] = useState(false)    const [showFirmTitle, setShowFirmTitle] = useState(true)    useEffect(()=>{      const loginToken = localStorage.getItem('loginToken');      if(loginToken){          setShowLogOut(true)          setShowWelcome(true)      }    }, [])    useEffect(()=>{        const firmName = localStorage.getItem('firmName');        const firmId = localStorage.getItem('firmId')        if(firmName || firmId ){            setShowFirmTitle(false)            setShowWelcome(true)        }    },[])      const logOutHandler =()=>{      confirm("Are you sure to logout?")        localStorage.removeItem("loginToken");        localStorage.removeItem("firmId");        localStorage.removeItem('firmName');        setShowLogOut(false)        setShowFirmTitle(true)        setShowWelcome(false)    }  const showLoginHandler =()=>{      setShowLogin(true)      setShowRegister(false)      setShowFirm(false)      setShowProduct(false)      setShowWelcome(false)      setShowAllProducts(false)  }  const showRegisterHandler = ()=>{      setShowRegister(true)      setShowLogin(false)      setShowFirm(false)      setShowProduct(false)      setShowWelcome(false)      setShowAllProducts(false)  }  const showFirmHandler = ()=>{    if(showLogOut){      setShowRegister(false)      setShowLogin(false)      setShowFirm(true)      setShowProduct(false)      setShowWelcome(false)      setShowAllProducts(false)    }else{      alert("please login");      setShowLogin(true)    }  }  const showProductHandler = ()=>{    if(showLogOut){      setShowRegister(false)      setShowLogin(false)      setShowFirm(false)      setShowProduct(true)      setShowWelcome(false)      setShowAllProducts(false)      }else{          alert("please login")          setShowLogin(true)      }  }  const showWelcomeHandler = ()=>{      setShowRegister(false)      setShowLogin(false)      setShowFirm(false)      setShowProduct(false)      setShowWelcome(true)      setShowAllProducts(false)  }  const showAllProductsHandler = ()=>{    if(showLogOut){      setShowRegister(false)      setShowLogin(false)      setShowFirm(false)      setShowProduct(false)      setShowWelcome(false)      setShowAllProducts(true)  }else{      alert("please login")      setShowLogin(true)   }  }    return (      <>          <section className='landingSection'>              <NavBar showLoginHandler = {showLoginHandler} showRegisterHandler = {showRegisterHandler}              showLogOut = {showLogOut}              logOutHandler = {logOutHandler}              />              <div className="collectionSection">              <SideBar showFirmHandler={showFirmHandler} showProductHandler ={showProductHandler}              showAllProductsHandler = {showAllProductsHandler}              showFirmTitle={showFirmTitle}              />            {showFirm && showLogOut && <AddFirm />}            {showProduct && showLogOut && <AddProduct />}            {showWelcome && <Welcome />}            {showAllProducts && showLogOut && <AllProducts />}            {showLogin && <Login showWelcomeHandler ={showWelcomeHandler}/>}            {showRegister && <Register showLoginHandler = {showLoginHandler}/>}                </div>          </section>      </>    )  }  export default LandingPage |

* **App.jsx**: Acts as the root component that brings together all other components and sets up the routing.

**App.jsx:**

|  |
| --- |
| import React from 'react'  import LandingPage from './vendorDashBoard/pages/LandingPage'  import { Routes, Route } from 'react-router-dom'  import "./App.css"  import NotFound from './vendorDashBoard/components/NotFound'  const App = () => {    return (      <div>        <Routes>            <Route path='/' element = {<LandingPage />}/>            <Route path='/\*' element = {<NotFound />} />        </Routes>      </div>    )  }  export default App |

* **main.jsx**: The entry point for the React application, where the root component (App.jsx) is rendered into the DOM.

|  |
| --- |
| import React from 'react'  import ReactDOM from 'react-dom/client'  import App from './App.jsx'  import {BrowserRouter} from 'react-router-dom'  import './index.css'  ReactDOM.createRoot(document.getElementById('root')).render(    <React.StrictMode>      <BrowserRouter>      <App />      </BrowserRouter>    </React.StrictMode>,  ) |

* **.gitignore**:

Lists files and directories that should not be tracked by Git, such as node\_modules, .env files, and build outputs.

|  |
| --- |
| # Logs  logs  \*.log  npm-debug.log\*  yarn-debug.log\*  yarn-error.log\*  pnpm-debug.log\*  lerna-debug.log\*  node\_modules  dist  dist-ssr  \*.local  # Editor directories and files  .vscode/\*  !.vscode/extensions.json  .idea  .DS\_Store  \*.suo  \*.ntvs\*  \*.njsproj  \*.sln  \*.sw? |

* **index.html**:

The main HTML file where your React app is mounted. This file is usually in the public folder and is the template used by the index.js to inject the React components.

|  |
| --- |
| <!doctype html>  <html lang="en">    <head>      <meta charset="UTF-8" />      <link rel="icon" type="image/svg+xml" href="/vite.svg" />      <meta name="viewport" content="width=device-width, initial-scale=1.0" />      <title>Vite + React</title>    </head>    <body>      <div id="root"></div>      <script type="module" src="/src/main.jsx"></script>    </body>  </html> |

* **package.json**:

Describes the project’s dependencies, scripts, and metadata. It is essential for managing project configurations and dependencies.

|  |
| --- |
| {    "name": "dashboard",    "private": true,    "version": "0.0.0",    "type": "module",    "scripts": {      "dev": "vite",      "build": "vite build",      "lint": "eslint . --ext js,jsx --report-unused-disable-directives --max-warnings 0",      "preview": "vite preview"    },    "dependencies": {      "dashboard": "file:",      "gh-pages": "^6.1.1",      "mailgun-js": "^0.22.0",      "react": "^18.3.1",      "react-devtools": "^5.2.0",      "react-dom": "^18.3.1",      "react-loader-spinner": "^6.1.6",      "react-router-dom": "^6.23.1"    },    "devDependencies": {      "@types/react": "^18.3.3",      "@types/react-dom": "^18.3.0",      "@vitejs/plugin-react": "^4.3.1",      "eslint": "^8.57.0",      "eslint-plugin-react": "^7.34.2",      "eslint-plugin-react-hooks": "^4.6.2",      "eslint-plugin-react-refresh": "^0.4.7",      "vite": "^5.3.1"    },    "description": "This template provides a minimal setup to get React working in Vite with HMR and some ESLint rules.",    "main": "vite.config.js",    "keywords": [],    "author": "",    "license": "ISC"  } |

* **package-lock.json**:

Automatically generated to maintain consistency across different environments when installing dependencies.